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Abstract. Refactoring is a process of changing the source code of a program so that the internal structure of the code improves without 

changing the external behavior of the program. It cleans the software by eliminating bad smells from the software and makes the software 

easy to understand, and maintain, and reduces its maintenance cost. The presence of bad smells indicates some problematic code in the 

software that needs to be eliminated. Tools are available to eliminate such codes from the software. In the current work, refactoring is 

performed on six open-source software to eliminate bad smells and then the analysis is performed to know the impact of refactoring on 

the quality of software in terms of external and internal quality attributes. The complexity of the software has been calculated and 

compared with the initial complexity before applying refactoring. Similarly, quality attributes are calculated before performing any type 

of refactoring, and the same are calculated again after applying suitable refactoring based on the type of bad smell. Last, a comparison of 

changes has been done to know the refactoring impact on the quality of open-source software. 
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I. I INTRODUCTİON  

Software refactoring is also known as software restructuring because there is not much difference between these two terms. 

Software refactoring is the super-set of software restructuring because it contains all the methods that can be used in restructuring and 

also adds new specific techniques related to object-oriented programming [1]. Fowler et al. [2] discussed different bad smells that can 

be present in the source code of software and gave instructions to eliminate these bad smells. Refactoring is defined as a process of 

modifying the source code in such a manner that its external activities or behavior does not alter but its internal structure is improved 

[2]. They defined different occasions when a programmer must perform refactoring. Developers perform refactoring when code is 

repeated, want to add new functionality, a bug needs to be detected, during a code review, etc. Refactoring is also done if the present 

code or design is difficult to understand or maintain[4]. Refactoring will generate code that is easy to understand. 

 

Refactoring is the behavior-preserving and structure-transforming process [1]. The main aim of refactoring is not to add new 

functionality to the software but to increase the code understandability and maintainability by removing the bad smells from the 

software. Bad smells in the software source code are dissatisfactory structures that decrease the software quality and make it less 

maintainable [2]. The software maintainability is essential because it affects the cost of future improvement events. If the programmer 

does not understand when refactoring needs to be applied then refactoring will not give full benefits. To make it easy for the software 

programmer, the authors define a list of bad smells to decide whether software needs to be refactored or not. 

 

Roberts[3] discussed that refactoring is a program transformation process that contains two conditions or steps (pre-conditions 

and post-condition) that need to be satisfied to easily apply the refactoring techniques. Refactoring contains at least two steps - analysis 

and execution. The first step is investigation, where the code required to be refactored is evaluated to decide whether the pre-conditions 

are satisfied or not. It means to detect whether a bad smell occurs in the software or not. If the first step satisfies the precondition then 

the next step is execution, which is to refactor the source code. It means eliminating those bad smells that occur in the first step by 

applying the refactoring techniques. 

 

Our work aims to detect bad code smells from six open-source software written in Java and eliminate these smells using 

refactoring techniques. Then we analyzed the effect of refactoring on the quality of software using various external and internal quality 

attributes[5]. The rest of the paper presents the work as follows. Section II presents the research methodology to eliminate bad smells 

and evaluate refactoring impact on software quality. Results are discussed in Section III. Section IV provides an overview of related 

work and Section V concludes the current work and gives future directions. 

 

II. RESEARCH METHODOLOGY 

Current experimentation has used the JDeodorant tool[11] to detect and refactor bad smells from open-source software. 

JDeodorant is available as a plugin in Eclipse[10]. Quality attributes are obtained using the Metrics plugin[12] available in Eclipse. 

Firstly, internal quality metrics (Object Oriented Metrics) of source code are calculated. After that bad smells are detected and then 

changes are made to the code to remove bad smells using a single refactoring technique[9]. After applying refactoring, the software is 

tested to check whether its external behavior is the same as desired. If an error comes, undo the last code changes and perform refactoring 

differently. Once all the refactoring techniques are applied, measure the internal quality metrics of software (Object Oriented Metrics) 

and then, compare the internal quality metrics of software before and after applying refactoring techniques. Also, calculate and compare 

the external quality metrics [6] to predict the refactoring impact on software quality. 
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III. EXPERİMENT RESULTS AND DİSCUSSİONS 

 The effect of refactoring on the quality of software has been analyzed by comparing the initial quality attributes with the value of 

quality attributes after refactoring. Six open-source software written in Java - JLOC (beta) [13], JNFS (0.1) [14], RabtPad [15], JHotDraw 

(version-5.2) [16], and JFreeChart (Version-0.5 and 0.6) [17]) are used. The bad smells Long Method[24], God Class, Type Checking[8] 

and  Feature Envy[24], have been detected in these software using the JDeodorant plugin. Metrics Plugin is used to measure the metrics 

of the software. Before applying any type of refactoring, internal quality attributes are measured. If bad smells are detected in the software, 

refactoring is applied to remove bad smells. Internal and external quality metrics[6] are calculated again after refactoring and are 

compared to analyze the refactoring impact on open-source software. 

3.1 Number of Bad Smells Detected in Software 

  Four different types of bad smells are detected in six different open-source software using the JDeodorant plugin in Eclipse. 

Table 1 provides information about the bad smells detected in each open-source software. The number of long-method bad smells is more 

than the other three bad smells in all software systems. As the system grows from JFreeChart 0.5 to JFreeChart 0.6, the number of all 

types of bad smells increases. 
  

Table 1: Number of bad smells detected 

 

 
 

 

 

 

 

 

 

3.2 Internal Quality Attributes 

Before removing any bad smells from the software, the value of internal quality attributes is calculated and given in Table 2 

After removing bad smells using a suitable refactoring technique, the value of internal quality attributes is again calculated and given in 

Table 3. Table 3 gives the information about effect of refactoring on metrics value. For better understandability value of cohesion and 

encapsulation metrics should be high for good quality software and all other metrics' value should be low. ‘-ve’ shows the negative effect 

of refactoring on internal quality attributes that can deteriorate the quality of software and increase the maintenance cost by making code 

more complex. Also, the software may not be easy to understand by the programmer. ‘+ve’ shows the positive result of refactoring on 

internal quality attributes and it can help to decrease the maintenance cost. This depicts that if the complexity of software is reduced then 

the programmer can easily understand the software and maintain the software. If the software is not easy to understand then we cannot 

easily maintain or modify the software because we do not know how the software will work. 
 

TABLE 2: Internal Quality Metrics before Refactoring (Mean Value) 

Software Size(LOC) God 

Class 

Feature 

Envy 

Long 

Method 

Type 

Checking 

Total 

RabtPad 5256 10 5 27 6 48 

JLOC 303 1 - 6 - 7 

JNFS 0.1 423 4 2 - - 6 

JhotDraw 5.2 9424 23 5 135 2 165 

JFreeChart 0.5.6 6978 21 19 81 4 125 

JFreechart 0.6.0 8666 26 24 135 5 190 

Software Metrics RabtPad JLOC JNFS JHotDraw JFreeChart0.5 JFreeChart0.6 

Efferent Coupling 0.647 0 1.5 12 6.667 12.2 

Cohesion 0.985 0.947 0.892 0.991 0.987 0.991 

WMC 18.871 9.2 5.875 13.541 13.771 18.64 

Hierarchies 2.774 1.2 2.625 2.811 2.711 2.547 

Design Size 1.824 5 4 13.455 13.833 15 

Abstraction 0.044 0.167 0 0.131 0.187 0.2 

Polymorphism 0.226 0.2 0.5 1.277 0.181 0.307 

Messaging 7.581 5 3.875 8.311 7.723 9.76 

Inheritance 2.981 4 12.903 15.365 2.343 3.145 
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TABLE 3: Internal Quality Metrics after Refactoring 

 

Software Metrics RabtPad JLOC JNFS JHotDraw JFreeChart0.

5 

JFreeChart0.6 

Efferent 

Coupling 

0.882(-ve) 0(-) 2(-ve) 12.909(-ve) 8.333(-ve) 15.6(-ve) 

Cohesion 0.987(+ve) 0.963(+ve) 0.922(+ve) 0.992(+ve) 0.989(+ve) 0.993(+ve) 

WMC 16.80(+ve) 11(-ve) 4.867(+ve) 13.908(-ve) 14.115(-ve) 17.649(+ve) 

Hierarchies 2.39(+ve) 1.167(+ve) 1.867(+ve) 2.681(+ve) 2.51(+ve) 2.32(+ve) 

Design Size 2.412(-ve) 6(-ve) 7.5(-ve) 14.818(-ve) 16(-ve) 19.4(-ve) 

Abstraction 0.062(-ve) 0.143(+ve) 0(-) 0.127(+ve) 0.187(-) 0.195(+ve) 

Polymorphism 0.171(+ve) 0.167(+ve) 0.267(+ve) 1.153(+ve) 0.177(+ve) 0.289(+ve) 

Messaging 7.707(-ve) 6(-ve) 3.733(+ve) 8.607(-ve) 8(-ve) 10.124(-ve) 

Inheritance 2.218(+ve) 2.783(+ve) 7.152(+ve) 13.396(+ve) 2.2125(+ve) 2.854(+ve) 

Composition 6.634(+ve) 4(+ve) 3.267(+ve) 1.718(+ve) 2.281(+ve) 2.526(+ve) 

Encapsulation .490(+ve) 1(-) 0.959(+ve) 0.5136(+ve) 0.832(+ve) 0.445(+ve) 

3.3 Impact on Complexity of software 

 The complexity of software indicates how much time and effort is required to understand and maintain the class [6]. It is used to 

measure the difficulties related to incorporating changes in source code during the maintenance phase. Weighted methods per class are 

the amount of effort required to understand the class [18].  ‘-ve’ shows the negative effect of refactoring, which means more effort is 

required to maintain the software because of high complexity, and ‘+ve’ shows the positive result of refactoring on complexity it means 

low complexity and less efforts are required to maintain the software. The values of McCabe Cyclomatic Complexity and Weighted 

methods per Class Complexity are given in Table 4 to detect the impact of refactoring on software complexity. 

TABLE 4: Complexity before and after Refactoring 

Software McCabe Cyclomatic Complexity Weighted methods per class 

Before 

Refactoring 

After 

Refactoring 

Before 

Refactoring 

After Refactoring 

RabtPad  2.321 2.069 (+ve) 18.871 16.805 (+ve) 

JLOC 1.769 1.784 (-ve) 9.2 11 (-ve) 

JNFS 1.382 1.237 (+ve) 5.875 4.86 (+ve) 

JHotDraw 1.549 1.533 (+ve) 13.541 13.90 (-ve) 

JFreeChart0.5 1.709 1.656 (+ve) 13.771 14.11 (-ve) 

JFreeChart0.6 1.866 1.714(+ve) 18.64 17.64 (+ve) 

 

 

 
3.4 External Quality Attribute 

The external quality attributes are calculated using formulas given by Bansiya and Davis [7]. The values of external quality 

attributes before refactoring are calculated and shown in Table 5. Table 6 shows the refactoring impact on external quality attributes of 

open source software. ‘-ve’ shows the negative effect of refactoring because it decreases the value of software quality attributes and ‘+ve’ 

Composition 8.581 4.6 5.25 1.831 2.542 3.187 

Encapsulation 0.481 1 0.953 0.501 0.826 0.435 
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shows the positive result of refactoring on external quality attributes because it increases the value of software quality attributes. For 

good quality software, the value of external quality attributes should be high.  

As shown in Table 6 reusability and functionality attributes of all the six open source software increased because coupling, cohesion, and 

design size metrics value increased when refactoring was applied and other attributes(hierarchies and polymorphism) decreased in all the 

software. After refactoring if the value of the reusability quality attribute is increased then duplication of components is minimized, 

implementation time is decreased and the functionality attribute is increased the capability of the software system to do its work for which 

it is intended. Understandability is increased in only RabtPad software. From the above result, we can say that a group of refactoring 

techniques has a positive impact on reusability and functionality but a negative impact on flexibility, extendibility, understandability, and 

effectiveness. 

TABLE 5: External Quality Attributes Before Refactoring 

External Quality 

Attributes 

RabtPad JLOC JNFS JHotDraw JFreeChart 0.5 JFreeChart 

0.6 

Reusability 4.787 5.236 3.785 8.131 9.358 9.58 

Flexibility 4.362 2.65 2.738 -1.320 -0.098 -1.194 

Understandability -6.64 -4.16 -3.30 -12.84 -10.83 -14.82 

Functionality 2.84 2.621 2.52 5.805 5.498 6.193 

Extendibility 1.302 2.183 5.951 2.386 -1.978 -4.274 

Effectiveness 2.462 1.993 3.921 3.821 1.215 1.454 

 

TABLE 6: External Quality Attributes after Refactoring 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

External Quality 

Attributes 

RabtPad JLOC JNFS JHotDraw JFreeChart0.5 JFreeChart0.6 

Reusability 5.086(+ve) 6.24(+ve) 5.348(+ve) 8.733(+ve) 10.164(+ve) 11.112(+ve) 

Flexibility 3.304(-ve) 2.333(-ve) 1.509(-ve) -1.663 (-ve) -0.646(-ve) -2.381(-ve) 

Understandability -6.222(+ve) -5.064(-ve) -4.208(-ve) -13.665(-ve) -12.21(-ve) -17.059(-ve) 

Functionality 2.908(+ve) 3.048(+ve) 3.050 (+ve) 6.115(+ve) 5.989(+ve) 7.188(+ve) 

Extendibility 0.784(-ve) 1.546(-ve) 2.709(-ve) 0.883(-ve) -2.878(-ve) -6.131(-ve) 

Effectiveness 1.915(-ve) 1.618(-ve) 2.329(-ve) 3.381(-ve) 1.138(-ve) 1.261(-ve) 

http://www.jetir.org/


© 2018 JETIR July 2018, Volume 5, Issue 7                                                                        www.jetir.org (ISSN-2349-5162) 

 

JETIR1807A47 Journal of Emerging Technologies and Innovative Research (JETIR) www.jetir.org 320 
 

Fig. 1 to 6 show the refactoring impact on external quality attributes of open-source software before and after refactoring. 

 

Fig. 1 Show the impact of Refactoring on RabtPad 

 

Fig. 2 Show the impact of Refactoring on JLOC 
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Fig. 3 Show the impact of Refactoring on JNFS 

 

Fig. 4 Show the impact of Refactoring on JHotDraw 

 

 

Fig. 5 Show the impact of Refactoring on JFreeChart 0.5 
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Fig. 6 Show the impact of Refactoring on JFreeChart 0.6 

IV. RELATED WORK  

Elish and Alshayeb [19] classified refactoring techniques based on software quality attributes. They used three student projects and 

three open-source software- written in Java and performed refactoring on these software only at the class level. After applying the 

refactoring, they measure the refactoring impact on internal quality metrics and then map the changes through internal quality attributes 

to the external quality attributes. 

Alshayeb [20] investigated the refactoring effect on software quality using three different software systems, UML tool and two open-

source software RabtPad and TerpPaint. They apply different refactoring techniques at the class level and analyze the changes in internal 

quality attributes and then map these changes to external quality attributes. They failed to prove that refactoring improves software 

quality. 

Elish and Alshayeb [21] examined the refactoring effect on software testing efforts. They select five refactoring techniques: 

Encapsulate field, Extract method, Extract class, Hide method, and Consolidate conditional expression. To analyze the impact of selected 

refactoring techniques on testing effort they use internal quality metrics and then map the changes to testing effort using the correlation 

between quality attributes and testing effort. 

Mens and Tourwe [22] provide a survey of software refactoring. They discussed the type of software artifacts that are being 

refactored, identified issues for building refactoring tools, and the effect of refactoring on software reengineering processes. They 

identified the need for processes, methods, and tools that perform refactoring in a more consistent, flexible, and scalable way. 

Ilyas et.al [23] presented a comparative study of code smell detection tools. They studied different code smell detection tools by 

comparing their features and working scenarios. They also extracted some suggestions based on variations in the result of detection tools. 

They performed a comparative study using JDeodorant and InCode. The tools detection methodologies are discussed and variations in 

the result are noticed. They used two versions of open-source software and found God Class and Feature Envy bad smells using 

JDeodorant and InCode. They analyzed that available tools are not mature enough to detect bad smells and refactoring. 

Chatzigeorgiou and Manakos [24] investigated the evolution of different bad smells in two object-oriented and open-source codes. 

The consecutive versions of JFreeChart and Jflex were used to analyze three bad smells namely state checking, long method, and feature 

envy. JDeodorant was used to detect these bad smells. The result revealed that bad smells increase as the software evolves and few bad 

smells are eliminated using refactoring.  

Kannangara and Wijayanake [25] studied the impact on code quality. The objective of this study is to test the statement that 

refactoring improves software quality. To achieve this objective, the study was carried out using two measurements- internal and external 

measures. Refactoring techniques were evaluated using four external quality attributes(Resource utilization, Analyzability, Time 

behavior, and Changeability) and five internal quality metrics(Cyclomatic complexity, Maintainability index, Coupling, Lines of code, 

and Depth of inheritance tree). Refactoring techniques were applied to the source code of a small-scale project on an online document 

repository. The results of external quality and internal quality metrics did not show any positive effect of refactoring techniques on 

software quality except for the maintainability index.  According to the result of internal and external quality factors, this study indicates 

that code quality is not improved after refactoring. 

From the above papers, we can notice the limitations of the existing research work. The researchers in [19-21] investigate the effect 

of refactoring on external quality attributes by applying changes in the internal quality metrics [26]. They did not validate refactoring 

impact on quality attributes empirically. In addition [25] studied the impact of refactoring using only one small-scale project with different 

quality attributes. Our work analyzes the impact of refactoring on the quality of six different open-source software in terms of external 

and internal quality attributes. The values of these quality attributes are calculated and compared before and after applying the suitable 

refactoring techniques. The values of quality attributes are calculated using the formula given by Bansiya [9]. Also, the effect of 

refactoring on quality attributes of the software source code is analyzed in terms of nature(positive and negative impact) as well as 

amount(metric value). 
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V. CONCLUSİON AND FUTURE SCOPE 

Refactoring is a simple and important activity to improve the source code of the software. Refactoring makes code easy to use by 

reducing the complexity of the software. In this work, six different open-source software are used to analyze the impact of refactoring on 

software quality. Bad smells from these softwares are detected and removed by applying refactoring techniques using the JDeodorant 

plugin in Eclipse. External and internal quality attributes are calculated and compared to analyze the result of refactoring on software. 

It is concluded from the experimental results that in open source software JFreeChart (0.5 and 0.6), as the size of the software 

increases, the number of bad smells also increases and the understandability of the software decreases. The McCabe cyclomatic 

complexity of the software is reduced in five software systems except JLOC which shows that refactoring has a positive impact on 

software in terms of complexity. Weighted methods per class complexity is reduced in three subject systems (RabtPad, JNFS, JFreeChart 

0.6), after refactoring which shows positive as well as negative impact on software in terms of complexity.  

We analyze the impact of multiple refactoring techniques together rather than a single refactoring technique on the software quality 

attributes. By applying refactoring to software, the reusability and functionality of all the software are improved in all open-source 

software systems, and other quality attributes like effectiveness, flexibility, and extendibility are decreased in all open-source software 

systems. Understandability is only increased in RabtPad and decreases in all other software, which means understandability is increased 

in 16.67% of open-source software. This result shows that groups of refactoring techniques may have negative effects on software quality. 

In future work, more types of bad smells can be detected in open source software and different refactoring techniques can be applied 

to these bad smells. The impact of refactoring on different sets of (i) internal quality attributes such as MOOD metrics and (ii) external 

quality attributes like correctness, performance, testability, etc. can also be investigated. 
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