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Abstract-There are a lots of paths to go from one 

place to another place i.e. point A to point B in real 

road maps and Driver need to pick the best path. To 

do this, the pathfinding calculations is utilized. At 

present, a few calculations have been proposed for 

steering in recreations so the general difficulties of 

them is high utilization of memory and a long 

Execution time. Because of these issues, the 

improvement and presentation of new calculations 

will be proceeded. At the initial segment of this 

article, notwithstanding essential and imperative 

utilized calculations, everyone knows the point 

where the driver or user is and where they want to 

go. The map has roads (they are called edges) that 

connect the nodes (places with coordinates).From 

every node, user can go to one or many edges. An 

edge has a cost (e.g. length or time it takes to travel 

it). For small maps, one could perhaps calculate all 

possible routes to the destination and select the 

shortest. 

 

For these calculations in the different modes and 

Simulated calculations various algorithms are 

Dijkstra, Iddfs, Biddfs, Bfs (Breadth first search), 

Greedy Best First Search, Ida*, A*, Jump point seek, 

HPA*. 

 

Keywords -Dijkstra algorithm, shortest path, small 

heap, passing point, heuristic, pathfinding. 

 

I. INTRODUCTION 

Way finding is characterized as the way toward 

moving a protest from its prior position to the last 

position. Distinctive application territories utilized 

Path Finding Algorithms (PFA). These incorporate 

Games and Virtual Tours, Driverless Vehicles, 

Robot Motion and Navigation.  

 

Way finding is typically portrayed as a procedure of 

finding a way between two focuses in a specific 

domain. By and large the goal is to locate the briefest 

way conceivable, which would be ideal i.e., the most 

limited, least expensive or easiest. A few criteria, for 

example, way which emulates way picked by a man, 

way which requires the most reduced measure of 

fuel, or from two focuses A and B through point C is 

frequently discovered significant in numerous way 

discovering undertakings.  

 

Finding the briefest way is the most troublesome 

issue in numerous fields, beginning with 

navigational frameworks, manmade brainpower and 

closure with PC reenactments. In spite of the fact that 

these fields have their own particular calculations, 

there are numerous universally useful way 

discovering calculations that are connected 

effectively. In any case, it stays misty what benefits 

certain calculation have in correlation with others.  

 

Briefest way calculations are at present utilized 

generally. They are the premise of a few issues, for 

example, arrange stream issues, tree issues and other 

related issues. They choose the base cost of 

movement of the issues generation cycle, the briefest 

way in an electric circuit or the most dependable 

way.  

 

The web is an immense field where the briefest way 

calculation is typically connected. The Internet 

issues contain information bundle transmissions with 

insignificant time or utilizing the most solid way. 
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The paths to reach the destination may consist of 

various kinds of obstacles which the NPC is to avoid. 

Also, it is feasible to expect that the NPC would take 

the shortest path possible to arrive at its destination 

while avoiding these obstacles. This arises an issue 

of the NPC finding the shortest path between these 

two end points while eluding obstacles. The 

technique used to resolve this issue is called 

pathfinding, which finds the shortest path between 

two locations for the computer-controlled player. 

The concept of pathfinding has become more and 

more popular as the gaming industry is gaining more 

and more importance. Dijkstra’s algorithm has been 

the solid foundation on which various pathfinding 

algorithms have been developed. Many conventional 

solutions to the pathfinding problem like Depth-first 

Search, Best- First Search and Breadth-First Search 

were overwhelmed by the increase in the complexity 

demands by the games. A* algorithm has become the 

most popular and provably the optimal solution to 

the pathfinding problem. Nevertheless, it presents a 

very promising field for future research by 

considering various improvements and 

optimization’s to the A* algorithm. 

 

II. PROBLEM STATEMENT 

 

In this paper, the problem under study is to analyze 

the shortest path and analyzing the performance 

using Dijkstra’s and A* algorithm and to implement 

on Microsoft visual studio using C# to mimic the real 

behavior of the system. To analyze the performance 

of shortest path using A* environment is much better 

than to test it on real system rather than Dijkstra’s. 

The main problems faced while routing are taken into 

consideration: 

1. Calculating the shortest path between origin and 

destination. In section 3.2 step 3, the researcher used 

an application of his development in visual C# to 

calculate the shortest path between the origin and 

destination points based on Dijkstra and A* 

algorithm. 

2. Detecting the source and destination points. For 

the path to be drawn, the user should determine the 

starting point (origin) and final point (destination) for 

routing. However, in general the origin and 

destination can be any point. 

3. There is no direct path from origin and destination 

points. 

4. Dealing with huge data. The transportation 

systems have huge datasets to represent destinations, 

transmit type, etc.; hence manipulation such as 

calculating shortest path requires handling huge data; 

the researcher has faced this problem while reading 

and processing in Microsoft Visual C#. The map has 

roads (they are called edges) that connect the nodes 

(places with coordinates).From every node, you can 

go to one or many edges. An edge has a cost (e.g. 

length or time it takes to travel it). For little maps, 

one could maybe compute every conceivable course 

to the goal and select the briefest. In any case, that 

isn't extremely useful for maps with numerous hubs 

as the mixes develop exponentially. 

 

III. OBJECTIVES OF THE RESEARCH  

 

The reason for inquire about is to find the response 

to inquiries through the use of logical techniques. 

The fundamental point of the exploration is to 

discover reality which is covered up and which has 

not been found up 'til now. Each exploration examine 

has its own particular reason, so this examination 

work likewise has its own particular targets. The 

noteworthy point of this exploration is to get the best 

way and going to least hubs by utilizing Dijkstra's 

and A*. The emphasis will be on getting the best way 

with least cost. 

 

IV. PSEUDO CODES 

a) Pseudo code for Dijkstra's calculation 

The Dijkstra calculation was found in 1959 by 

Edsger Dijkstra. This is the manner by which it 

works:  

(i) From the begin hub, add every associated 

hub to a need line.  

(ii) Sort the need line by least cost and make the 

principal hub the present hub.  

(iii)For each tyke hub, select the best that 

prompts the most limited way to begin.  
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(iv) When the sum total of what edges have been 

examined from a hub, that hub is “Went to" 

and you don't have to go there once more.  

(v) Add every kid hub associated with the 

present hub to the need line.  

(vi) Go to stage 2 until the point that the line is 

vacant. 

(vii) Recursively make a rundown of 

every hub that leads the most limited way 

from  end to begin.  

(viii) Reverse the rundown and you have 

discovered the most limited way  

 

b) Pseudo code for the A * calculation  

 

(i) There are numerous upgrades of Dijkstra's 

calculation. A standout amongst the most 

widely recognized is called A*. It is 

essentially the same as Dijkstra with one 

straightforward alteration.  

(ii) Edges are organized additionally as for how 

much closer that edge prompts a straight-line 

separation to the objective. So before running 

an A* seek, the straight-line separation to the 

last goal must be estimated for each hub, 

which is simple in the event that you know 

every hub facilitate. This is the easiest type of 

A* and its definition additionally takes into 

account enhancements of the heuristics work. 

(For this situation Straight Line Distance To 

End)  

(iii) This calculation has a major execution 

advantage since it doesn't have to visit the 

same number of hubs when the course of the 

way end is known.  

V. RESULTS 

The following tests will illustrate how the Dijkstra’s 

and A* algorithm is used for path finding on huge 

data i.e. Network of roads in real life. These tests will 

show the effectiveness of the A* algorithm against 

the system running without A* i.e. working in 

Dijkstra’s Algorithm mode. Since it is possible to use 

both algorithms i.e. Dijkstra's or A* calculation, 

various test correlations will be done to demonstrate 

how A* calculation can enhance the directing when 

ways are longer legitimate and new routes have to be 

chosen. 

Test: Number of nodes to be taken 3000 

Result of 3000 nodes using Dijkstra’s mode 

 

Fig.5.1 Result of 3000 nodes using Dijkstra’s 

Algorithm 
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Result of 3000 nodes using A* Algorithm mode 

Fig.5.2Result of 3000 nodes using A* Algorithm 

The test contains two results: 

 GUI 1 (Dijkstra’s Mode)  

 GUI 2 (A* Mode) 

From this, it is clear that even by the first 3000 nodes 

visits completed; Dijkstra’s mode has higher no. of 

visited nodes to reach the destination but A* reduced 

the average number of nodes by approximately 45 

times. At the end of the analysis optimal route is 

obtained, resulting in A* improving performance by 

almost 45 times visiting and it is in very small data 

of 3000 nodes. 

Now analysis tests will be performed by increasing 

number of nodes to be made in successive tests and 

we will observe the number of nodes visited to 

complete the route, then we will compare the 

simulation results of Dijkstra’s vs. A*algorithm.  

CONCLUSION 

 

This paper gives a short portrayal of the essential 

pathfinding calculations which fill in as an 

establishment for the effective execution of A* 

calculation. It at that point displays an unpleasant 

draw of the A* calculation outlining how it clubs the 

benefits of Dijkstra's calculation and  

 

Best-First-Search calculation, killing their 

disadvantages. The paper finishes up by talking 

about different improvement procedures for the A* 

calculation and future research scope around there. 
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