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Abstract:  the proposed system keeps track of the dashboard which in turn tracks various requests by the client. Along with that, it 

also considers security of the data by enforcing various security mechanisms such as SHA-256, salt and pepper, for password 

storage and data storage. Using merkle tree, hash the data to make data immutable which in turn provides more security for the 

data. The dashboard is protected from cross-site scripting (XSS) , Sensitive data exposure and cross-site request forgery (CSRF) 

which are seventh and third of top ten web application vulnerabilities on Open Web Application Security Project (OWASP) 

according to recent rankings of OWASP 2017. The main advantage of the proposed system is to hide the data by using merkle 

tree.    
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      INTRODUCTION  

A dashboard is a user interface or a software based control panel which is used to acquire consolidate data across any organization 

which provides in depth analysis, which helps an organization efficiently develop their goals and strategies. Dashboards are 

mostly web based and accessed via web browsers. The web based portal is linked to a database at back-end which allows the data 

in tables and reports to be updated constantly. The developed system is a web-based application with centralized database. The 

technologies used is XAMPP (Cross Platform(X), Apache(A), Maria DB(M), PHP(P), Perl(P)). Any web-based applications or 

dashboards are vulnerable to different types of attacks such as Cross-site Scripting (XSS), Sensitive data exposure and Cross-site 

Request Forgery (CSRF) and many more. The proposed system mainly concentrates on security of data. XSS is a security bug 

that can affect web application 

XSS is a type of injection which occurs when (a) Attacker sends malicious code in the form of script to different end user. On 

successful execution of the malicious code, the behaviour of the system or application will be completely changed. It also steals 

user private data and accomplishes attacker’s objectives like cookie stealing, session token theft or to launch others attacks. 

(b) The data included in the dynamic content, sent to the web user without validating or encoding the   malicious content. If it is 

successful, then he can gain access to victim’s account. Attacker sends it by using email, web message board and waits for the 

user to click on it. XSS are categorized into three types: Persistent or stored, Reflected or non-persistent and DOM-based attacks. 

Persistent attacks-where the injected script will be stored permanently on the target servers such as in comment field, database, 

etc., 

Persistent attacks are sometimes referred as Type-1 XSS. Non-persistent attacks-where injected script is reflected off the web 

server. Examples such as error message, search result or any input sent to the server as a part of the request.  Non-persistent 

attacks sometimes referred as Type-2 XSS. DOM (Document Object Model) based attacks-subset of client XSS. It appears in 

DOM instead of part of the HTML. In this attack the response of the attack and HTML source code will exactly be the same and 

can be observed only on run-time.  

 

Sensitive data exposure occurs when an application does not adequately protect sensitive information. The data can vary anything 

from passwords, session tokens and more. It deserves extra protection such as encryption and special precautions when exchanged 

with the browser. CSRF attacks are also known as one-click attack or session riding. It forces the end user to execute unwanted 

actions when they are currently authenticated. 

Generally, CSRF targets state changing requests, because the attacker has no way to see the response to the forged requests. 

Immutability is obtained through merkle tree. Also called as hash tree. In merkle tree, each leaf node is a hash of transactional 

data and each non-leaf node is a hash of its previous hashes. It is a binary tree which requires even number of nodes. Merkle tree 

provides a mean to prove integrity and validity of data and it requires little memory space. 
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      Fig.1 A simple merkle tree 

 

 

II. LITERATURE SURVEY 

Several research and studies has done in the last few years for preventing XSS related issues in web applications. Even though 

many solutions are produced by the researchers, XSS vulnerability still exists in the applications. Similarly for CSRF and 

sensitive data exposure. 

“BRB dashboard : A web-based statistical dashboard” by Siddharth Mahajan, Mitesh Parekh, Hardik Patel, Sharvari Patil focuses 

on testing the dashboard i.e., whether it is secured from security vulnerabilities and also uses SHA-256 for storing the passwords 

[1]. 

“Improved Cross-site scripting filter for input validation against in web services” by Elangovan Uma, Arputharaj Kannan focuses 

on detecting the cross-site scripting attacks [2]. 

“A report on CSRF security challenge and prevention techniques” by P Yadav and C D Parekh focused on recent challenges faced 

in CSRF attacks [3]. 

“XSS vulnerability assessment and prevention in web application” by A Shrivastava, S choudhary and A Kumari focused on 

detecting and preventing different types of XSS attacks [4]. 

 

III.    METHODOLOGY 

In this section, we are going to discuss about methodology of the work which is specified earlier. The procedure for storing and 

securing data will be discussed in Algorithm 1 and preventing from CSRF attacks will be discussed in Algorithm 2. Immutability 

of data is discussed in Algorithm 3. 

Algorithm secure (data): 

Algorithm for storing the data securely 

To protect data from security attacks, there is a need to store the data securely without getting effected from any attacks. 

 

 

 

The algorithm is as follows: 

           Input: Data 

           Output: Secured Hash value 

1. Read the given input 

Data  input(); 

 

2. Generate  random salt value 

Salt  random(); 

 

3. Generate a random pepper value 

Pepper  random(); 
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4. Append both salt and pepper values and generate a hash value 

Hash  hash(salt + pepper); 

 

5.  Append both generated hash and data and then hash it. 

Hashed data  hash(data + Hash) 

 

6. Store the hashed data and repeat the steps 1 to 5 for remaining data. 

 

In above algorithm, we specified that a hash value should be generated. The hash value is generated by using SHA-256 which is 

secured one. The second phase includes how to protect the application from XSS attack. At first we should not include any 

untrusted data into any HTML document. 

Escape the script, div, p tags because including untrusted data inside the script is very dangerous, because it is easy to switch into 

execution. Along with it try to escape the special characters like <, >, &, “, / etc as follows: 

 < &lt 

> &gt 

&  &amp 

“  &quot 

/  &#x2F 

Even though when we include <script>, <p>, <div> tags in any form data, it should be removed before storing the data and it 

should not affect the database. The third phase includes protecting the application from CSRF attack. 

Algorithm token_gen(data): 

1. Generate a random token id and generate a hash for each user session. 

token_get  hash(random()); 

 

2. Add generated hash to form 

<a href=”# ?key={$token_get}”> 

 

3. On server side, get the token value by using request.get( ) method. 

Token  request.get(‘key’); 

 

4. Check whether the token is valid or not 

Hash(Token)  request.get(‘key); 

 

5. Repeat steps 1 to 4 for each users session 

The fourth phase includes preventing sensitive data exposure. 

Identify the sensitive data from the given data and use algorithm 1 to prevent the data from exposure. 

 

Algorithm immute(data): 

 Input: Data 

 Output: Root hash  

1. Read the data from each field 

  Data  input(); 

 

2. Generate a hash for each field data and make them as chid nodes. 

Child_hash  hash(data) 

  

3. Check whether there are even number of nodes 

4. If not then make the last hash duplicate to create even number of nodes. 

5. Repeat step 2 till selected data in the record completes. 

6. Merge the chid hash and hash it to get the  parent node 

Parent_hash      

hash(hash(child_hash1),hash(child_hash2)); 
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7. Repeat the process of hashing parent_hash until we get the root node. 

 

IV. RESULTS 

4.1  Result 

 

Fig. 4.1 shows the data which is converted into hashes after applying secure (data) algorithm. The fields receiver and transaction 

id are the sensitive data which should not be in plain text   

 

 
Fig.4.1 Secured data after applying algorithm secure (data) 

 

 

 

 

 

 

 

 

 

 

 

 

4.2 XSS Results 

 

(a) Fig. 4.2.1 shows how the tags like script, image are going to affect the data in the database and it also shows onmouse tags 

which also affects the application data. 

 

 
   Fig.4.2.1 List of some XSS attacks before applying XSS prevention algorithm. 

 

        (b) Fig 4.2.2 shows how the tags are stored or removed after applying XSS preventive measure 
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Fig. 4.2.2 Result after applying the algorithm. 

 

4.3 Immutablity Results 

 

(a) Fig. 4.3.1 shows Transaction ID, From, To values which are in hash form. Here Transaction ID is Merkel root and  From 

and To are the child nodes. 

 

 
Fig.4.3.1 Generation of parent hash nodes from Algorithm immute(data) 

 

        

V.  CONCLUSION AND FUTURE SCOPE 

By encrypting password with SHA-256 with salt and pepper, there is an improvement in the authentication process. So that 

trusted user can access the information. As the industry is depending more and more on information technology, dashboards are 

becoming more common and critical for decision making. 

In order to keep this information safe and secure the application should be prevented from web attacks. 

Although we are protecting the application against different web attacks there may be a possibility of breaching it. So, in future 

the algorithms should be generated in such a way that it can store and secure the data properly without getting affected from any 

web attacks.   
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