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Abstract – In the world of technological advancements, 

software systems hold a central position in the 

performance of software. Software engineering has 

therefore, been more reliable in the construction of stable 

software systems. However, the maintenance and analysis 

of the software systems has been neglected for a long time. 

In recent research, it has been illustrated that software 

maintenance is necessitated to provide end users with a 

more reliable experience. To solve issues in the software 

systems defects, reverse engineering is used to correct 

changes and restore possible loss of information. In this 

paper, the concept of proper balancing in software 

engineering is discussed. The software programming 

concept is also discussed and how it relates to reverse 

engineering. The concept and approaches of reverse 

engineering are discussed to show how software systems in 

need for proper maintenance.  Six objectives of reverse 

engineering discussed in the paper reflects on why reverse 

engineering is more effective and affordable compared to 

making of new software systems.  

Keywords— software engineering, reverse 

engineering, source code, software construction, 

software articraft. 

I. INTRODUCTION 

Software engineering has been in existence since the 

1968 and has become so siginificant in organizational 

development. This is evident due to the ever first 

software engineering conference held in Garnisch, 

Germany. In this case, software engineering refers to the 

application of enginering to develop software in a 

systematic way [1]. It is through software engineering 

that user needs are analyzed and designed through 

consturction and testing of the end user applications. 

Unlike simple programming, sogtware engineering has 

been used for larger and more complex software system 

making software systems critical for businesses and 

organizations. In the process of software development, 

software engineering tends to engelct aspecys such as 

maintenance and evolution leading to a software 

becoming less effective than its intended purpose. 

Reverse engineering is therefore introduced as a possible 

solution to program understanding and software analysis 

[2]. It has become an essential [art of development since 

software pioneers did not anticipatethat their software 

that they constructed in the 1960’s and early 1970’s  

would become modified years later. With cush software 

crisis existing, software systems crises have been 

minimized through reverse engineering. Some of the 

software that have been transformed include the 

telephone switching systems, banking systems, health 

systems, and pervasive computer vendor products. 

Health information, for instance, require to rapidly adopt 

to the new changes thus practitioners will be willing to 

support their software re-engineering process. In the 

process of re-engineering, it is likely that the historical 

concepts will be wiped off and replaced with more 

critical components of software systems. It is therefore 

important, for software developers to first learn and 

understand how software systems are impacted by the 

software reverse engineering technological processes 

[3]. In this research paper, the knowledge on reverse 

engineering, balancing act in the reverse engineering, 

program understanding via reverse engineering, 

approaches to reverse engineering, and an example of 

the Rigi Project. 
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II. NEED FOR BALANCING SOFTWARE 

ANALYSIS AND SOFTWARE 

CONSTRUCTION 

The software developers are in a crisis for only 

concentrating more on software construction and not 

balancing between software construction and software 

analysis. In the late twentieth century, the software 

engineers have been concentrating on the software 

construction systems and negelcted software 

development and evolution [4]. Under software 

construction, some of the tools and methodologies that 

have been used include the programming languages, 

programming environments, and development of early 

phases in the software life cycle. As a result, there have 

been imbalances in software engineering education in 

both the industry and academia. As a result, there have 

been pressure to software engineers to be encouraged to 

have fresh creation and synthesis of concepts such as 

architecture, consistency, and completeness. There will 

always be new and software thus it will remain 

economical to maintain and ajust the existing one to 

meet the changes in its applications [5]. 

For a proper balance between software maintenance and 

construction processes, it is essential for users and 

developers to have knowledge of architectural concepts 

in larg software systems. Reverse engineering architectur 

include parts such as subsystem structures, layered 

structures, aggregation, specialization, and inheritance 

hierachies. To have software forward and reverse 

engineering, there are three dependent factors 

considered: existence of a life-cycle model, the presence 

of a subject system, and the identification of abstraction 

levels. It is worth noting that orderly life-cycle meodel 

exists for the software development process thus 

software models can be iterated with stages. Reverse 

engineering is, therefore, not focused on changing the 

sunbject system but rather to examining without changes 

or replication [6].  

III. SOFTWARE PROGRAMMING THROUGH 

REVERSE ENGINEERING 

There are several definitions offered on what reverse 

enginerring refers to. The basic concept is that reverse 

engineering is the process of analyzing a subject system 

to identify the system’s components and their 

interelationships through creation of representation in 

the software systems to transofrm it to a higher a level of 

abstraction. The basoc step to reverse engineering is 

program understanding how reverse engineering works. 

Programmers use the programming knowledge, domain 

knowledge, and comprehension strategies to understand 

how a software system operates. In the worls of Brooks, 

the theory of domain bridging  has descibed how 

programming process are constructed through mappings 

from the problem domain to the implementation domain 

[6]. Program understanding thus involves reconstruction 

of part or all the identified mappings. Morever, the 

programming process is cognitive and involves 

assembling of the programming plans. Resultantly, 

program understanding thus attempts to explain the 

patterns that match between a set of known plans and the 

source code of the subject software [7: 8]. The following 

figure illustrates on how reverse engineering looks like 

and how the related processes are transformational 

between or within abstraction levels. 

 

   Source: Chikofsky & Cross 
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IV. CONCEPTS OF REVERESE ENGINEERING 

The common goal of reverese engineering is to extract 

information from exisiting software systems to better 

understand them. Reengineering consists of three stages, 

which include, reverse reengineering, restructuring, and 

forward engineering [3]. Reverse engineering involves 

two distinct phases. First step involves identification of 

the system’s current components and captures their 

dependencies. Second phase discovers design 

information and generates system abstractions. The 

second phase is more interactiveand have more cognitive 

activities. During the reverse engineering process, it is 

critical that the source code is not altered despite 

additional information being generated. When making 

comparisosns, the business process re-engineering re-

examines and streamlines how businesses work. 

Similarly, infromation technology is the key driver to 

reverse engineering and is therefore, often introduced 

into the workplace to simply automate old ways of doing 

business. Software-reengineering onvolves many risks. 

Before embarking on a significant re-engineering 

project, the goals must be very clear.  

V. APPROACHES TO REVERSE 

ENGINEERING 

Reverse engineering has many supporting aspects. In 

some instances, it may focus on features such as control 

flows, global variables, data structures, and resource 

exhanges. At a higher level, it tends to focus on features 

such as memory usage, unutilized variables, value 

ranges, and algorithimic plans. With the many revere 

and re-engineering tools available, the research on 

reverse engineering consists of many diverse approaches 

[8]. The three common approaches used are the formal 

transformations, pattern recognition, and the reuse-

orinetned approaches. The pattern recognition approach 

seeks to find matching patterns and further involves 

defect filtering, syntatic cliches, user interface analysis, 

characterizing design decisions, function abstraction, 

information abstraction, and the graph parsing [9]. 

Under formal transformation approaches some of the 

main activities include: concept recognition amd 

transformation, and the least common abstractions. 

Finally, under the re-use approach, some of the re-use 

concepts used include: reuse-oriented software 

development, design recovery, and teleological 

maintenance. An example that illustrates on how 

software reverse engineering is being used is the 

Rigiproject, initated at the University of Victoria. Rigi 

project promotes reconstruction of the design of existing 

software is seen to be complex [8]. Rigi’s framework 

primarily consists of a parsing subsystems thus have a 

structured representation of the desired software system 

[8].  

VI. PURPOSE OF REVERSE ENGINEERING 

The accomplishments intended form reverse engineering 

in a software system is primarily to increase the overall 

comprehensibility of the system for both maintenance 

and new development. There are six main objecives 

discussed and associated with the purposes of reverse 

engineering. Firstly, reverese engineering helps to cope 

with complexity. Software system developers must 

develop methods to efficiently deal with the shear 

volume and complexity systems. The channel and 

direction to control these attributes is having automated 

support. Reverse-engineering methods are combined 

with other tools to better deal with the small volume and 

complexity of systems. The second objective involves 

generation of alternate views with use of graphical 

representations that have long been accepted as 

comprehension aids [10]. However, creating and 

maintaining them continues to be a bottleneck in the 

process. The reverese engineering tools facilitate 

graphical representations from other forms to aid review 

and verification. The third objective is retrieval of lost 

information in software systems. Woth the continous 

evolution of large, long-lived systems, there is a 
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tendency to lose information about the system design. 

Modifications are not always reflected on the 

documentation of a software system, especially in the 

coding. Design recovery is introduced in reverse 

engineering to salvage whatever can be spared from the 

existing system [11]. The other objective of reverse 

engineering is to detection of side effects of a software 

system. Both risky and successive modifications are 

necessary and in some cases may lead to indeliberate 

ramificationsand side effects that impede a system’s 

performance. Reverse engineering thus provide 

observational analysis leading to better evaluation in 

forward-engineering. Anaomalities can therefore be 

easily detected before software users identify them as 

bugs [14]. The fifth objective of reverse engineering is 

that reverse engineering synthesize higher abstractions. 

Methods applied to create alternative views transcends to 

higher abstraction levels. Clearly, the expert system 

technology will play a major role in achieving the full 

potential of generating high-level abstraction. The sixth 

major objective is that reverse engineering allows re-use 

which aids in the shift towardssoftware reusability even 

in a pool of large existing software components. 

VII. SUMMARY 

Software systems are vulnerable to being old after a 

proper construction process. It is critical for software 

developers in the softwware industry to deal effectively 

with issues of evolution and comprehensive software 

systems legacy. With the changing trends of construction 

of new software, reverse engineering has become useful 

in explaining how software systems operate in the day-

to-day basis. Software engineering, reseath and 

construction must have major adjustments to effectively 

meet the needs of end users. In particular, more 

resources are required to be channeled to reverse 

engineering to have effective software systems.effective 

reverse engineering technologies is considered to have a 

significant impact on the maintenance and evolution of 

these systems [15]. An example of the Rigi project, 

shows how the approach to reverse engineering focus on 

critical software analysis. Software architecture is used 

to analyze the different operating environments. The 

software system structures are analyzed through 

identification, exploration, summarization, and 

evaluation of the environment in which a software 

structure lies within. Reverse engineering approaches 

used in software structures differ based on the exact need 

required to protect organizational development [10, 12, 

14]. The role of the reverse engineering has been 

identified to include at least six objectives that promote 

effectiveness in the long-run. Abstractions in minds of 

software engineers require further implementation of 

software reverse engineering require to be strategically 

changes to ensure reliability and promotion.  
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