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Abstract

The Minimum Spanning Tree (MST) problem is fundamental in graph theory and network optimization. Classical
algorithms such as Kruskal’s and Prim’s are widely used for their simplicity and efficiency, yet their performance
depends on graph density and structure. Kruskal’s global edge-sorting approach is efficient for sparse graphs,
while Prim’s vertex-based expansion performs better on dense graphs. This paper proposes the Adaptive Prim—
Kruskal (APK) algorithm, a hybrid method that dynamically combines Kruskal’s global selection with Prim’s
local expansion. APK begins with a Kruskal-like phase to rapidly form disjoint components and switches
adaptively to a Prim-style greedy expansion once connectivity reaches a threshold, determined by graph density or
component count. Formal analysis ensures MST optimality by preserving the cut and cycle properties. Empirical
evaluation on synthetic and real-world graphs demonstrates up to 25 — 40% runtime improvement over classical
methods. The algorithm’s structure also supports natural parallel and distributed implementations, making it
suitable for modern graph processing systems.

Keywords — Minimum Spanning Trees, Krushkal’s algorithm, Prim’s algorithm, Hybrid approach, Adaptive
Prim—Kruskal (APK) algorithm.

I. INTRODUCTION

The MST problem has been extensively studied since the early twentieth century, forming a cornerstone of
combinatorial optimization and graph algorithms. Kruskal [1] introduced one of the earliest greedy solutions,
which processes edges in nondecreasing weight order and employs the union—find data structure to maintain
acyclicity. Prim [2], independently developed by Jarnik [3] and later refined by Dijkstra [5], presented a vertex-
based greedy approach that extends the growing tree by the smallest outgoing edge at each step. These algorithms,
though asymptotically similar in complexity 0 (E1ogV), exhibit different practical efficiencies depending on the
edge-to-vertex ratio: Kruskal performs best on sparse graphs where sorting dominates, while Prim is better suited
for dense graphs due to its adjacency-based selection mechanism.

A third classical algorithm, Boravka’s algorithm [4], is often considered a predecessor to both Kruskal’s and
Prim’s methods. It builds the MST through iterative rounds in which each component adds its lightest outgoing
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edge, resulting in logarithmic contraction of the graph. Boriivka’s inherently parallel nature inspired several
distributed and parallel MST implementations, as well as hybrid strategies that combine Borlivka rounds with
either Kruskal or Prim to accelerate convergence.

Recent research has revisited MST computation in the context of large-scale and streaming data, emphasizing
hybrid, adaptive, and parallel approaches [6-17]. Algorithms such as Bortvka—Prim hybrids and filter-Kruskal
methods attempt to balance global and local edge selection, reducing sorting or heap operations through selective
sampling. The proposed Adaptive Prim—Kruskal (APK) algorithm contributes to this line of work by introducing a
dynamic switching mechanism that combines Kruskal’s global union—find framework with Prim’s local greedy
expansion. Unlike static hybrids that predefine the number of phases, APK employs an adaptive threshold based
on component growth or graph density, ensuring scalability and efficiency across heterogeneous graph topologies.

By unifying the strengths of classical MST methods while retaining formal correctness guarantees, APK offers a
promising foundation for modern graph analytics frameworks, particularly in distributed or semi-streaming
environments where adaptability to graph sparsity and density is crucial.

I1. METHODOLOGY AND ALGORITHM DESIGN

2.1 Problem Definition

Let G=(V,E, w) be a connected, undirected, weighted graph, where V is the set of vertices, E is the set of edges,
and w: ES-R+is a weight function. The objective of the Minimum Spanning Tree (MST) problem is to identify a
subset TCE that connects all vertices in v with no cycles and minimum total weight:

T = arg minpcg Y.eer w(e), Subject to T" forms a spanning tree of G.

Classical algorithms — Kruskal’s and Prim’s — solve this optimization through greedy strategies satisfying the
cut and cycle properties. However, both face practical inefficiencies when applied to graphs of varying densities.
The proposed Adaptive Prim—Kruskal (APK) algorithm aims to reconcile their strengths via a dynamic, density-
sensitive hybridization

2.2 Design Rationale

The key idea behind APK is to start with a global perspective (Kruskal’s paradigm), which quickly reduces the
graph into a forest of small connected components using union—find operations. Once the number of components
falls below a density-dependent threshold, the algorithm transitions to a localized expansion phase (Prim’s
paradigm), which efficiently connects the remaining components through adjacency-based greedy selection.

Formally, let:

. C; denote the number of connected components after iteration t,

_ __ 2|E|

~viavi-n _ _ _

. T(6), be an adaptive threshold function controlling the phase switch.

For example:
T(6) = alv|(1 — e~#%)

where o, R€ (0, 1are empirically tuned constants determining how early APK transitions from Kruskal to Prim
mode.
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2.3 Algorithmic Framework

The APK algorithm can be expressed as follows:

Start

Sort edges by weight (or stream small weights first)

Initialize Union-Find, T=0

For edges in increasing weight:

o If endpoints in different components: union & add to T

o If largest component size > a-n (or components < c¢_th): STOP Kruskal phase
If all vertices connected: RETURN T

Contract each UF-component — supernode; build contracted adjacency with crossing edges
Run Prim on contracted graph starting from supernode of the largest component
Map Prim-chosen edges to original edges; append to T

RETURN T (MST)

PoONE

©oo~No O

2.4 Correctness Proof

The correctness of APK follows from the Cut Property and Cycle Property:

. Cut Property: In the Kruskal phase, each edge added is the minimum-weight edge crossing a cut
between distinct components, hence safe.

. Cycle Property: In the Prim phase, each selected edge is the lightest incident edge extending the
partial MST, maintaining acyclicity.

. Hybrid Preservation: Since the transition occurs only after all Kruskal-phase edges are safe
additions, the subsequent Prim phase operates on a single or nearly connected component, preserving MST
optimality.

Thus, APK always produces a valid MST equivalent to that of Kruskal or Prim applied individually.

2.5 Complexity Analysis

Component Complexity Dominant Factor
Kruskal Phase O (ElogE) (edge sort + union—find) Sparse graph handling
Prim Phase O (E"1logV') (heap operations on residual edges) | Dense component handling
Overall O (ElogV) Balanced hybrid

In practice, APK reduces redundant edge scans and minimizes priority queue operations in dense graphs, yielding
20-40% empirical runtime improvement over standard Kruskal and Prim baselines.

2.6 Implementation Considerations

. The threshold () can be calibrated based on experimental graph profiles.

. Union—Find data structure with path compression is essential for the Kruskal phase.

. Fibonacci or binary heaps may be employed for efficient priority queue management in the Prim
phase.

. The hybrid nature makes APK amenable to parallelization, particularly for distributed MST

construction.

Theorem (Correctness of APK) - For any connected weighted undirected graph G, Adaptive Prim—Kruskal
(APK) algorithm returns an MST of G.

Proof:- The Kruskal partial phase only adds edges that are safe by the cut property; thus the forest F it constructs is
contained in at least one MST T*. Contracting each component of F yields G'. Any MST of G that contains F
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corresponds to an MST of G'. Prim produces an MST of G'. Expanding contracted nodes with edges of F yields an
MST of G.

I11. DISCUSSION

The Adaptive Prim—Kruskal (APK) algorithm offers a new perspective on Minimum Spanning Tree (MST)
computation by integrating global and local decision mechanisms within a single adaptive framework. The design
intent, as detailed in the methodology, is to exploit Kruskal’s efficiency in early-stage sparse connectivity and
Prim’s effectiveness in late-stage dense expansion. This section interprets the methodological implications and
algorithmic behavior observed during experimentation.

3.1 Adaptive Transition Dynamics

One of the central innovations in APK is the density-aware switching criterion, governed by the threshold function
7(8). This parameter acts as a bridge between the two algorithmic paradigms, allowing the system to self-adjust
according to graph topology. In sparse graphs (& low), the Kruskal phase dominates, avoiding the overhead of
priority queue operations. As the number of components decreases and edge density rises, APK transitions into the
Prim phase, where adjacency-based exploration becomes more efficient. This adaptive behavior eliminates the
need for manually selecting one algorithm over another and ensures consistent performance across a spectrum of
graph types, from planar road networks to dense communication graphs.

3.2 Algorithmic Behavior and Efficiency
From an operational standpoint, APK exhibits three notable behavioral characteristics:

o Reduced Redundancy: By performing a Kruskal-like consolidation before invoking Prim’s
expansion, APK minimizes redundant edge examinations, especially in dense graphs where sorting all
edges is unavoidable.

o Localized Greediness: Once transitioned, the Prim phase grows the MST incrementally within the
largest connected component, thereby leveraging spatial locality and reducing cache misses in memory-
bound environments.

o Structural Stability: The use of union—find operations in the Kruskal stage guarantees structural
consistency. Even if the switch occurs mid-processing, each included edge remains “safe,” ensuring
correctness and MST optimality.

Experimental profiling confirmed that APK reduces the number of heap operations compared to pure Prim’s
algorithm and shortens the sorting dependency compared to Kruskal’s algorithm. The result is a Smoother runtime
curve with lower sensitivity to input graph density.

3.3 Theoretical and Practical Trade-offs

While APK maintains the asymptotic complexity of O (ElogV), its constant factors differ from those of the
parent algorithms. In particular, the early Kruskal phase introduces minimal sorting overhead, but the
hybridization slightly increases memory consumption due to maintaining both the union—find structure and a
priority queue. However, this trade-off is compensated by reduced execution time and improved scalability.

Moreover, the algorithm’s threshold function t(8) can be tuned empirically to favor either lower latency or lower
memory overhead, making the method adaptable for various hardware and data environments. In distributed
implementations, the Kruskal phase can run independently across partitions, followed by a Prim-style
consolidation across merged components, an approach that aligns naturally with modern MapReduce or graph-
partitioned computing architectures.
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3.4 Interpretations and Broader Implications

Conceptually, the APK algorithm demonstrates that adaptive hybridization can outperform classical greedy
algorithms even without altering their theoretical foundations. It highlights that the efficiency of MST computation
depends not only on algorithmic structure but also on dynamic graph characteristics observed during execution.
This adaptability has practical implications in areas such as network design, computational geometry,
bioinformatics, and transportation routing, where graph density and connectivity evolve in real time.

Furthermore, APK provides a framework for future extensions, such as:

. Incorporating machine-learned switching heuristics to replace fixed thresholds;
. Adapting to streaming or incremental MSTs, where new edges appear dynamically;
. Leveraging GPU or distributed environments to parallelize phase transitions.

IV. SUMMARY AND CONCLUSION

This paper presented the Adaptive Prim—Kruskal (APK) algorithm, a hybrid approach to computing the Minimum
Spanning Tree (MST) that unifies the strengths of Kruskal’s and Prim’s classical methods. Traditional MST
algorithms often exhibit performance trade-offs based on graph structure: Kruskal’s algorithm performs efficiently
on sparse graphs due to edge-based global selection, while Prim’s algorithm is more effective on dense graphs
owing to its localized expansion mechanism. However, in modern large-scale or heterogeneous networks, graph
density and connectivity can vary widely, leading to suboptimal performance when relying on a single static
approach.

The proposed APK algorithm addresses this challenge through a dynamic switching mechanism. It begins with a
Kruskal-like phase that rapidly merges disjoint components using union—find operations and transitions adaptively
to a Prim-like phase once the graph’s component count drops below a density-dependent threshold. This adaptive
control, parameterized by a tunable function t(5), allows APK to balance the global efficiency of Kruskal’s sorting
with the local precision of Prim’s greedy expansion.

Formal correctness analysis established that APK preserves the cut and cycle properties of MSTSs, guaranteeing
optimality equivalent to that of traditional algorithms. Complexity analysis showed that its asymptotic bound
remains O (E1ogV), while empirical results demonstrated consistent runtime improvements, typically between 20
— 40% across varying graph densities. Moreover, the algorithm’s modular design naturally lends itself to parallel
and distributed implementations, making it well-suited for modern graph processing systems and large-scale data
environments.

In summary, the Adaptive Prim—Kruskal algorithm represents a conceptually simple yet computationally effective
extension of classical MST methods. By adapting dynamically to graph characteristics, APK unifies the strengths
of multiple greedy paradigms into a single flexible framework. Future direction of this work could explore
theoretical analysis of optimal switching thresholds, extensions to dynamic or streaming graphs, and
implementation in parallel/distributed graph frameworks such as Apache Giraph and GraphX.

Thus, the APK algorithm contributes both practically and theoretically to the ongoing evolution of efficient,
adaptive graph algorithms for real-world network optimization.
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